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全国操作系统能力大赛(CSCC 2025)工作总结



初赛：初赛测例+文档
决赛：初赛测例+决赛新增测例+现场赛测例+文档+答辩
部分初赛测例：basic/busybox/iozone/libcbench/lmbench/ltp/lua

部分现场赛测例：git(本地+网络)/vim/gcc/rustc(思路是“OS自
举”，即在自己的OS上能够完成OS开发的所有流程)

架构：Riscv/Loongarch

 C标准库实现：glibc/musl

比赛流程与评分标准



我参与实现了Undefined-OS的共享内存模块，实现了
(sys_shmget/shmat/sys_shmctl/sys_shmdt)等几个共享内存
相关的系统调用。

设计中利用了Rust语言的智能指针(Arc)和自动Drop机制
来优雅地实现共享内存的分配/映射/释放。

最终Undefined-OS成功通过了iozone测试。

我参与解决的问题：iozone测例（共享内存读写+性能）



 答辩过程中评审老师的提问：共享内存实现过程中如何避
免循环引用？

 进程结构体持有共享内存块的引用，但是共享内存块不持
有进程结构体的引用。

 智能指针的Drop机制使得内存回收自动进行，不存在通过
共享内存块遍历/找到绑定它的进程这种情景，所以共享内
存块可以不持有进程结构体的引用

共享内存实现简介



 在sys_shmctl将一个共享内存块设置为待删除时，我们的做法是直接将其
从全局表单中移除，被sys_shmctl标记为待删除的共享内存段不应还能够
被sys_shmat映射，我们直接删除的做法可以让全局表单中查不到这个共
享内存段，从源头杜绝了这种行为，否则还需要再sys_shmat中进行判定
校验。

 ProcessData的shared_memory类型定义为Mutex<BTreeMap<VirtAddr, 
Arc<SharedMemory>>>，原因是sys_shmdt的参数类型是shm_addr，这样
设置方便直接找到虚拟地址所对应的共享内存段，每一个类型和参数的设
计都有其背后的原因。

一些设计细节



 关于共享内存自动释放的问题，有时会面临一种特殊的情况————一段通过共享内存段，如果所有
通过sys_shmat绑定这段内存的进程都通过sys_shmdt解绑了，但是没有任何进程调用sys_shmctl把它标
记为待删除，操作系统是否应该释放这段内存？此时一般有两种做法。

 全局表单中SharedMemoryManager中使用强引用，也就是我们现在的实现方式，只有在有进程调用了
sys_shmctl把某段共享内存设置为待删除同时所有绑定的进程解绑的时候才会进行释放，充分尊重了用
户程序的行为，但是在用户程序不规范的情况下会造成内存泄露。

 全局表单中SharedMemoryManager中使用弱引用，即使没有进程调用了sys_shmctl把某段共享内存设置
为待删除，只要所有绑定的进程解绑就进行释放，一定程度上解决了内存释放的问题，但是OS无法假
设所有进程解绑后共享内存就不再需要，因为其他进程可能在未来重新通过sys_shmat附加到该内存段

 面临这种trade-off，我们去查阅了linux操作系统的行为，具体如下：

 通过sys_shmget创建的共享内存段是持久性系统级资源，声明周期独立于创建它的进程。它的生命周期
不与任何单个进程绑定。即使所有进程都已调用sys_shmdt解绑或进程终止，共享内存段仍然存在于内
核中，占用内存资源，直到显式调用sys_shmctl或系统重启，总体来说采取前者的实现，尊重了标准牺
牲了垃圾回收的功能。

功能性(垃圾回收)和标准的trade-off



 ltp(linux test project)测例是一个数量庞大的完备的测例集
合，会系统地测试每一个系统调用在各种情况下(正常返
回，各种错误情况)的行为和返回值是否符合预期。ltp测
例的总分数远高于其他所有测例之和，ltp分数基本决定
了队伍测例得分的水平和排名。

 每个ltp测例的分数不同，有的高达几百分，有的低至1分，
我手动通过人工和编写脚本的方式测试了ltp的几乎所有
测例，对于测例的分值和实现难度进行评估，以便制定
在有限时间内最高效的实现顺序和得分策略。

 基于评估结果的顺序，我修复和完善了大量syscall的行为
和错误处理，使其能够通过ltp测试。

 最终Undefined-OS的ltp测例分数在初赛中排名第二。

体力活：ltp测例（系统调用的鲁棒性和完备性）



例子：dup3/setpgid/getpgid/shmget



 在libctest测例的调试过程中，前期总是出现内存分配不足的情况，
最开始以为是OS内核存在内存泄露的情况，但测例中内存的分
配次数太多，难以进行详细的检查。

 我编写了可视化的插件，可以对于两级内存分配器(页分配器和
字节分配器)的分配情况进行可视化展示，帮助更直观地定位问
题进行调试。

 最终Undefined-OS成功通过了libctest测例。

我参与解决的问题：libctest测例（内存分配策略）



 线上测评平台的运行命令限制了我们的OS可以使用的最大内存空间。

 基于可视化的结果，2倍增长策略在最后一次试图分配的大小过大，导致了内存不足，如左图。

 所以调整了内存分配策略，在页不足的情况下不再固定申请分配上次两倍的大小，而是在内存剩余
大小少于一定值的情况下申请剩余大小的一定比例，成功解决了问题，如右图。

修改分配策略



 后续又发现如果在跑过一遍musl的libctest之后再
进行一次glibc的libctest，即连续进行两次libctest，
还是会出现内存不足的问题，如上图。

 可以发现当前内存系统在当前字节分配器有足够
available MiB的情况下依然试图申请新的page，导
致了内存不足。我们对内存分配策略进行了更换，
把tlsf改成slab了解决了问题，如下图。

 原因最开始推测可能是tlsf策略更容易产生外部碎
片，总内存足够，但被分割成多个小块，没有足
够大的连续空闲块，无法满足当前申请的大小，
只能继续申请新的页。

 但按理来说tlsf策略在可变对象的情境下避免碎片
的能力强于slab，后续发现了是Starry的原始仓库
的tlsf实现有问题，只改变了注册信息没有真正释
放内存。

 实际上我们开发过程中常会遇到Starry的遗留bug，
这是不可避免的，往往这种错误还更难以排查。

修改分配策略



 Undefined OS 的网络模块是基于 smoltcp 库（一个嵌入式 TCP/IP 协议栈）
实现的，设计目标是提供高效、灵活且易于扩展的网络通信能力。

 Undefined OS 的网络模块提供了对 IPv4 和 IPv6 的支持，实现了 POSIX 风格
的 TCP/UDP socket API，并且支持 DNS 查询。支持 socket 的基础功能，包
括套接字创建、绑定、监听、连接、发送和接收数据等，支持本地
(local/unix)套接字和网络套接字。

 网络模块的功能主要通过套接字提供，根据 Unix 的一切都是文件的设计理
念，网络模块将套接字抽象为文件描述符，提供统一的文件操作接口。内
部实现对smoltcp 库的封装，提供了对网络设备的抽象和管理。网络模块支
持多种地址族，包括 AF_INET、AF_INET6 等，能够处理 IPv4 和 IPv6 双协
议栈，实现了 TCP 和 UDP传输协议。

我参与实现的模块：Undefined-OS网络模块



 我们通过WireShark抓包发现在tcp三次握
手之后，传输数据过程中我们的OS没有
及时发回数据包的ACK包，导致远程
server(gitee.com)不确定我们的OS是否收
到数据包，一直触发重传，最终导致仓
库克隆失败，后续我们把实现改为即时
发回ACK包，解决问题。

 原本仅仅支持本地回环，后续添加使用
以太网卡进行发包，真实地向远程服务
器发送数据包。

我参与解决的问题：现场赛git网络测例（克隆gitee/github仓库）



 我们发现不同的架构下UserStat结构
体在不同架构表现为字段顺序不同，
字段大小不同，结构体总长度不同，
图中的子类型长度也不一致，例如
mode_t的长度也不相同，最初仅仅
支持x86_64架构导致了错位，之后
我们添加了全架构正确的结构体之
后问题解决。

 这也给我们一些开发多架构系统调
用一些经验和启示，不同架构的各
项细节设置存在不同，需要为其分
别提供支持。

我参与解决的问题：stat系列syscall的多架构支持



 作品开源：本次参赛作品的代码已经开源在比赛官网上，欢迎之后其他同
学或小组基于我们的Undefined-OS进行开发，继续参加OS大赛

 Undefined代码仓库链接：https://github.com/eternalcomet/undefined-os

 文档编写：参与编写了OS大赛赛题协作文档和Starry-Tutorial-Book部分内容，
同时编写了Undefined-OS自己的项目文档

 Undefined文档链接：https://undefined-os.github.io/doc/

 后续计划更详细地总结一份比赛全过程的经验文档，帮助后续同学参赛

开源社区贡献



 Undefined-OS在决赛现场赛测例排行榜中排名第三，我
总结了如下待完善的功能和支持。

 Loongarch上板
 Riscv上板的网络功能（网卡驱动）
 rustc编译器仅能输出-h提示信息，无法正确编译并运行

rust代码，这是实现“OS自举”的关键一环

未来方向
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感谢聆听！


